Лабораторная работа №6

Логические команды и команды сдвига

Цель работы: изучение команд поразрядной обработки данных.

**Теоретические сведения**

Система команд центрального процессора имеет следующие команды для логической обработки данных.

AND <операнд\_1>, <операнд\_2>. Команда выполняет поразрядную операцию умножения (конъюнкцию) над битами операндов и изменяет флаги. Результат записывается на место первого операнда: операнд\_1 = операнд\_1 И операнд\_2.

TEST <операнд\_1>, <операнд\_2>. Данная команда также, как и команда AND, выполняет побитовое умножение двух операндов, но она не изменяет первый операнд, а только устанавливает или сбрасывает флаги в зависимости от результата умножения.

OR <операнд\_1>, <операнд\_2>. Команда выполняет поразрядную операцию сложения (дизъюнкцию) над битами операндов и изменяет флаги регистра EFLAGS. Результат записывается на место первого операнда:

операнд\_1 = операнд\_1 ИЛИ операнд\_2.

ХOR <операнд\_1>, <операнд\_2>. Команда выполняет поразрядную операцию исключающего ИЛИ над битами операндов и изменяет флаги регистра EFLAGS.

операнд\_1 = операнд\_1 ИСКЛЮЧАЮЩЕЕ\_ИЛИ операнд\_2.

Команду AND удобно использовать для сброса определённых битов числа, команду OR – для установки, а XOR – для инвертирования.

AND AX, 1111111110111011b; Сброс 3-го и 7-го битов AX

OR CX, 0000100000000100b; Установка 3-го и 12-го битов CX

XOR DL, 00011111b ; Инвертирование младших пяти битов DL

NEG <операнд>. Команда выполняет инвертирование всех битов операнда.

SHL <операнд>, <количество\_сдвигов>. Команда выполняет логический сдвиг влево на количество разрядов, определяемое значением второго операнда. При каждом сдвиге младший бит первого операнда устанавливается в ноль, а старший бит переносится в флаг CF.
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SHR <операнд>, <количество\_сдвигов>. Команда выполняет логический сдвиг вправо на количество разрядов, определяемое значением второго операнда. При каждом сдвиге младший бит первого операнда переносится в флаг CF, а старший бит устанавливается в ноль.
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Команды логического сдвига можно использовать для деления или умножения беззнаковых чисел на 2*n*, где *n* – количество сдвигов.

SAL <операнд>, <количество\_сдвигов>. Команда выполняет арифметический сдвиг первого операнда влево. Команда SAL аналогична команде SHL, но в отличие от последней устанавливает флаг OF в случае смены знака (старшего бита) очередным выдвигаемым битом.
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SAR <операнд>, <количество\_сдвигов>. Команда выполняет арифметический сдвиг первого операнда вправо. Старший бит при этом сдвиге остаётся неизменным, поэтому знак числа сохраняется. Младший бит первого операнда попадает в флаг переноса CF.
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Команды арифметического сдвига SAL и SAR удобно использовать соответственно для умножения и деления знаковых чисел на 2*n*. Умножение и деление путём сдвига осуществляется быстрее, чем командами MUL/IMUL и DIV/IDIV.

RCL <операнд>, <количество\_сдвигов>. Циклический сдвиг битов первого операнда влево через флаг переноса CF. При сдвиге старший бит операнда помещается в флаг переноса CF, а значение в CF становится младшим битом операнда.
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RCR <операнд>, <количество\_сдвигов>. Циклический сдвиг битов операнда вправо через флаг переноса CF. При каждом сдвиге младший бит операнда переносится в флаг CF, а значение CF переносится в старший бит операнда.
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ROL <операнд>, <количество\_сдвигов>. Команда выполняет циклический сдвиг разрядов операнда влево. При этом старший бит переносится сразу и в младший разряд операнда и в флаг CF.
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ROR <операнд>, <количество\_сдвигов>. Команда выполняет циклический сдвиг разрядов операнда вправо. Младший бит при сдвиге попадает в старший разряд операнда и в флаг переноса CF.
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Вышеперечисленные команды сдвига могут адресовать первый операнд как в памяти, так и в регистре. Второй операнд должен быть числом или регистром CL.

SAL EAX, 2 ; Сдвиг содержимого EAX на 2 разряда влево,   
т.е умножение на 22

SAR EAX, 3 ; Сдвиг вправо на 3 разряда, т.е. деление на 23 с сохранением знака

SHL EBX, 4 ; Умножение на 24 без сохранения знака

SHR x, 3 ; Сдвиг числа в памяти вправо, т.е. деление на 23 без сохранения знака

ROL DWORD PTR [ESI], 32 ; Циклический сдвиг числа в памяти размером 4 байта по адресу ESI

ROR EBX, CL ; Циклический сдвиг вправо на CL разрядов

SHLD <операнд\_1>, <операнд\_2>, <количество\_сдвигов>. Команда аналогична SHL, но сдвигает значение операнд\_1:операнд\_2 как единое целое. Содержимое второго операнда не изменяется. Команда, по сути, помещает старшие разряды второго операнда на место младших разрядов первого, сдвигая первый операнд влево на количество\_сдвигов.
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SHRD <операнд\_1>, <операнд\_2>, <количество\_сдвигов>. Сдвиг значения в операнд\_1:операнд\_2 вправо. Второй операнд не изменяется. Старшие биты первого операнда заполняются младшими битами первого.
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Для команд расширенного сдвига SHLD и SHRD первый операнд может адресоваться как операнд в памяти или в регистре, второй – в регистре, третий – иметь непосредственную адресацию или являться регистром CL.

SHRD EAX, EBX, 8

SHLD DWORD PTR [ESI], ECX, 5

SHRD x, EBX, CL

BT <операнд>, <номер\_бита>. Команда считывает бит с заданным номером из первого операнда в флаг переноса CF.

BTS <операнд>, <номер\_бита>. Значение бита с данным номером переносится в флаг CF, а сам бит устанавливается в 1.

BTR <операнд>, <номер\_бита>. Считывание значения бита с заданным номером в флаг переноса CF и сброс этого бита в 0.

BTC <операнд>, <номер\_бита>. Считывание бита с заданным номером в флаг переноса CF и инвертирование этого бита.

BSF <операнд\_1>, <операнд\_2>. Команда просматривает биты второго операнда от младшего к старшему с целью поиска первого бита, установленного в единицу, и помещает в первый операнд номер этого бита. Если такой бит не находится, т.е. второй операнд равен нулю, то флаг ZF устанавливается в 1, иначе в 0.

BSR <операнд\_1>, <операнд\_2>. Данная команда, также как и команда BSF, сканирует биты второго операнда, но делает это в обратном порядке, т.е. от старшего бита к младшему. Номер искомого единичного бита при этом всё равно отсчитывается от младшего бита. Номер найденного бита помещается в первый операнд. Если бит не находится, то флаг нуля ZF устанавливается в 0, иначе в 1.

Задания для выполнения к работе

1. Написать программу для вывода чисел на экран согласно варианту задания. При выполнении задания №1 все числа считать беззнаковыми. Написать и использовать функцию output(a) для вывода числа a на экран или в файл. Функция должна удовлетворять соглашению о вызовах. В функцию для вывода output передавать в качестве аргумента переменную размерности 32 или 64 бита, которой достаточно для хранения числа. К примеру, если в задании число указано как 15-разрядное, то аргументом функции должно быть число размером двойное слово, если 40-разрядное, то учетверённое слово. Функция должна выводить столько разрядов числа, сколько указано в задании, даже если старшие разряды равны нулю. Не допускается прямой перебор всех чисел с проверкой, удовлетворяет ли оно условию вывода (за исключением вариантов № 8, 12, 13). Числа выводить в порядке, который является удобным. Проверить количество выведенных чисел с помощью формул комбинаторики. В отчёт включить вывод формул и результаты работы программы.

2. Написать подпрограмму для умножения (multiplication) или деления (division) большого целого числа на 2*n* (в зависимости от варианта задания) с использованием команд сдвига. Подпрограммы должны иметь следующие заголовки:

multiplication(char\* a, int n, char\* res);

division(char\* a, int n, char\* res).

Входные параметры: *a* – адрес первого числа в памяти, *n* – степень двойки. Выходные параметры: *res* – адрес массива, куда записывается результат. В случае операции умножения, для массива *res* зарезервировать в два раза больше памяти, чем для множителей *a* и *b*. Числа *a*, *b*, *res* вывести на экран в 16-ричном виде. Подобрать набор тестовых данных для проверки правильности работы подпрограммы.

Пример выполнения задания:

|  |  |  |
| --- | --- | --- |
| Вари-ант | Задание №1 | Задание №2 |
| # | Вывести все 8-разрядные числа, в двоичном представлении которых есть одна единица, остальные – нули.  1: 00000001  2: 00000010  3: 00000100  … | 12 байт  умножение  деление  со знаком |

Напишем программу для решения задания №1.

.486

.model flat, stdcall

option casemap: none

include d:\masm32\include\kernel32.inc

include d:\masm32\include\msvcrt.inc

includelib d:\masm32\lib\kernel32.lib

includelib d:\masm32\lib\msvcrt.lib

.data

number\_format db "%d: ", 0

new\_line\_format db 13, 10, 0

.code

; Процедура для вывода двоичного представления 8-битного числа

; void output (unsigned int a). Процедура в качестве аргумента принимает не 8-разрядное, а 32-разрядное целое число, но в процедуре используется только младший байт числа, остальные игнорируются

output proc

;Сохранить в стеке значения регистров, которые будут использованы

PUSH EAX ; Запомнить EAX

PUSH EBX ; Запомнить EBX

PUSH ECX ; Запомнить ECX

XOR EBX, EBX ; Обнулить EBX

MOV AL, [ESP+4\*4] ; Взять из стека аргумент, т.е. число, которое нужно вывести в двоичном представлении

MOV ECX, 8 ; Чтобы вывести 8-битное число, необходим цикл. Помещаем в ECX количество итераций

j1:

ROL AL, 1 ; Сделать циклический сдвиг числа на один разряд влево. Таким образом старший бит попадёт на место младшего

MOV BL, AL ; BL = AL

AND BL, 00000001b ; Оставить только младший бит, остальные обнулить

ADD BL, '0' ; Прибавить к BL код символа "0"

PUSH EAX ; Команда для вывода символа на экран crt\_putch изменяет регистры EAX и ECX, поэтому нужно сохранить их в стеке

PUSH ECX

PUSH EBX ; Поместить выводимый символ в стек, т.е. передать его в качестве аргумента функции crt\_\_putch

CALL crt\_\_putch ; Вызвать функцию

ADD ESP, 4 ; Удалить аргумент из стека, так как функция crt\_\_putch этого не делает

POP ECX ; Восстановить ECX

POP EAX ; Восстановить EAX

LOOP j1 ; ECX = ECX - 1. Выполнять цикл пока ECX ≠ 0

POP ECX ; Восстановить ECX

POP EBX ; Восстановить EBX

POP EAX ; Восстановить EAX

RET 4 ; Возврат к основной программе и очистка стека от аргумента размером 4 байта

output endp

start:

MOV AL, 1 ; Поместить в AL первое выводимое число

MOV ESI, 1 ; ESI - счётчик итераций

j2:

PUSH ECX ; Сохранить в стеке ECX

PUSH EAX ; Сохранить в стеке EAX. Функция crt\_printf изменяет ECX и EAX

PUSH ESI ; Передать функции crt\_printf аргумент

PUSH offset number\_format

CALL crt\_printf

; Восстановить стек и регистры

ADD ESP, 8

POP EAX

POP ECX

INC ESI ; Увеличить счётчик итераций

; Вызов функции output с одним аргументом

PUSH EAX

CALL output

; Следующее число

ROL AL, 1 ; Сдвиг числа на один разряд влево

PUSH EAX

PUSH ECX

PUSH offset new\_line\_format

CALL crt\_printf

ADD ESP, 4

POP ECX

POP EAX

CMP ESI, 9

JNE j2 ; Выполнять цикл, пока ESI <> 9

call crt\_\_getch ; Задержка ввода с клавиатуры

push 0

call ExitProcess ; Выход из программы

end start

Результат работы программы:

![](data:image/png;base64,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)

Если число 8-разрядное, то всего возможно 8 чисел, у которых в двоичном представлении только одна единица, значит результат работы программы верный.

|  |  |  |
| --- | --- | --- |
| Вари-ант | Задание №1 | Задание №2 |
| 1 | Вывести все 15-разрядные числа, в восьмеричном представлении которых есть одна цифра "**5**", одна цифра "7", остальные – "1".  1: 11157  2: 11517  3: 15117  … | 16 байт  умножение  со знаком |
| 2 | Вывести все 30-разрядные числа, в двоичном представлении которых есть две единицы, остальные нули.  1: 0000000000 0000000000 0000000011  2: 0000000000 0000000000 0000000101  3: 0000000000 0000000000 0000001001  … | 20 байт  деление  со знаком |
| 3 | Вывести все 20-разрядные числа, в 16-ричном представлении которых есть одна цифра "1", остальные – "E" или "F".  1: EEEE1  2: EEEF1  3: EEFE1  … | 18 байт  умножение  без знака |
| 4 | Вывести все 24-разрядные числа, в восьмеричном представлении которых есть пара цифр "1" и "2", стоящих рядом (цифра "2" следует за цифрой "1"), остальные – "3" или "5".  1: 33333312  2: 33333512  3: 33335312  … | 40 байт  деление  без знака |
| 5 | Вывести все 32-разрядные числа, в двоичном представлении которых есть два нуля, остальные единицы.  1: 1111111111111111 1111111111111100  2: 1111111111111111 1111111111111010  3: 1111111111111111 1111111111110110  … | 35 байт  умножение  со знаком |
| 6 | Вывести все 28-разрядные числа, в 16-ричном представлении которых есть одна цифра "1", одна цифра "2", остальные – "F".  1: FFFFF12  2: FFFF1F2  3: FFF1FF2  … | 30 байт  деление  со знаком |
| 7 | Вывести все 27-разрядные числа, в восьмеричном представлении которых есть две цифры "1", остальные – "7".  1: 777777711  2: 777777171  3: 777771771  … | 48 байт  умножение  без знака |
| 8 | Вывести все 12-разрядные числа, в двоичном представлении которых есть три единицы, остальные нули.  1: 000000 000111  2: 000000 001011  3: 000000 010011  … | 36 байт  деление  без знака |
| 9 | Вывести все 48-разрядные числа, в 16-ричном представлении которых есть только одна из цифр "3", "5", "7", "F", остальные – "A".  1: AAAAAAAAAAA7  2: AAAAAAAAAA7A  3: AAAAAAAAA7AA  … | 42 байта  умножение  со знаком |
| 10 | Вывести все 30-разрядные числа, в восьмеричном представлении которых есть две или одна цифры "5", остальные – "1".  1: 1111111115  2: 1111111155  3: 1111111515  … | 32 байта  деление  со знаком |
| 11 | Вывести все 16-разрядные числа, в двоичном представлении которых есть две или одна единицы, остальные – ноль.  1: 0000000000000001  2: 0000000000000011  3: 0000000000000101  … | 40 байт  умножение  без знака |
| 12 | Вывести все 16-разрядные числа, в 16-ричном представлении которых сумма цифр равна 5.  1: 1112  2: 0122  3: 0023  … | 30 байт  деление  без знака |
| 13 | Вывести все 18-разрядные числа, сумма цифр которых в восьмеричном представлении равна 4.  1: 001111  2: 000112  3: 000022  … | 35 байт  умножение  со знаком |
| 14 | Вывести все 34-разрядные числа, в двоичном представлении которых есть только 2, 3, 4, 5, 6 или 7 подряд идущих единиц, остальные – нули.  1: 0000000000 0000000000 0000000000 0011  2: 0000000000 0000000000 0000000000 0111  …  …: 0000000000 0000000000 1111111000 0000 | 45 байт  деление  со знаком |
| 15 | Вывести все 32-разрядные числа-палиндромы, в 16-ричном представлении которых только две цифры "A", "B", "C", "D", "E" или "F", остальные – "1".  1: A111 111A  2: 1A11 11A1  3: 11A1 1A11  …  …: B111 111B  … | 40 байт  умножение  без знака |
| 16 | Вывести все 30-разрядные числа, восьмеричное представление которых содержит 2, 3, 4, 5 или 6 подряд идущих одинаковых цифр от "1" до "7", остальные – нули.  1: 0000000011  2: 0000000110  3: 0000001100  …  …: 7777770000 | 32 байта  деление  без знака |
| 17 | Вывести все 50-разрядные числа, в двоичном представлении которых есть только 7, 8, 9 или 10 подряд идущих нуля, остальные – единицы.  1: 1111111111 1111111111 1111111111 1111111111 1110000000  2: 1111111111 1111111111 1111111111 1111111111 1100000001  …  …: 1111111111 0000000000 1111111111 1111111111 1111111111 | 28 байт  умножение  со знаком |
| 18 | Вывести все 32-разрядные числа, в 16-ричном представлении которых только одна или две цифры "E", остальные – "7".  1: 7777 777E  2: 7777 77EE  3: 7777 7EE7  …  …: EE77 7777  … | 37 байт  деление  со знаком |
| 19 | Вывести все 63-разрядные числа, в восьмеричном представлении которых есть 5 или 7 подряд идущих цифр "1", остальные – "7".  1: 7777777777 7777777777 7777777111 11  2: 7777777777 7777777777 7777711111 11  …  …: 7777777777 1111111777 7777777777 77  … | 22 байта  умножение  без знака |
| 20 | Вывести все 16-разрядные числа, двоичная запись которых является палиндромом и содержит 4 единицы, остальные – нули.  1: 11000000 00000011  2: 01100000 00000110  3: 10100000 00000101  … | 47 байт  деление  без знака |
| 21 | Вывести все 64-разрядные числа, в 16-ричном представлении которых есть только 3 или 4 подряд идущих цифры "5", остальные – "B".  1: BBBBBBBB BBBBB555  2: BBBBBBBB BBBB555B  3: BBBBBBBB BBB555BB  …  …: BBBBBB55 55BBBBBB  … | 36 байт  умножение  со знаком |
| 22 | Вывести все 36-разрядные числа, восьмеричное представление которых является палиндромом и содержит четыре цифры "2" и восемь цифр "3".  1: 223333 333322  2: 232333 333232  …  …: 233233 332332  … | 45 байт  деление  со знаком |
| 23 | Вывести все 32-разрядные числа, двоичная запись которых является палиндромом и содержит две или одну единицу, остальные – нули.  1: 10000000 00000000 00000000 00000001  2: 01000000 00000000 00000000 00000010  3: 11000000 00000000 00000000 00000011  … | 34 байта  умножение  без знака |
| 24 | Вывести все 24-разрядные числа, в 16-ричном представлении которых есть одна или две цифры "5", остальные – или все "F", или все E.  1: FFFFFF5  2: FFFFF55  3: EEEEEE5  4: EEEEE55  … | 38 байт  деление  без знака |
| 25 | Вывести все 42-разрядные числа, в восьмеричном представлении которых есть две цифры "0", остальные – или все "5", или все "7".  1: 55555 55555 5500  2: 55555 55555 5050  …  …: 77777 77777 7700  … | 22 байта  умножение  со знаком |